**МИНИСТЕРСТВО ОБРАЗОВАНИЯ РЕСПУБЛИКИ БЕЛАРУСЬ**

**УЧРЕЖДЕНИЕ ОБРАЗОВАНИЯ**

**ГОМЕЛЬСКИЙ ГОСУДАРСТВЕННЫЙ ТЕХНИЧЕСКИЙ УНИВЕРСИТЕТ ИМЕНИ П. О. СУХОГО**

Факультет автоматизированных и информационных систем

Кафедра «Информационные технологии»

ОТЧЕТ ПО ЛАБОРАТОРНОЙ РАБОТЕ №3

по дисциплине «Введение в нейронные сети»

**Бинарная классификация с использованием машины опорных векторов**

Выполнил: студент гр. ИТИ-21

Шеметков К.Д.

Принял: преподаватель

Карабчикова Е.А.

Гомель 2020

**Цель работы:** изучить задачу бинарной классификации с учителем с использованием машины опорных векторов.

**Задание**

Разработать программное обеспечение для решения задачи бинарной классификации с учителем с использованием метода опорных векторов.

В качестве параметров программа должна принимать файл, содержащий:

* Ссылки на файлы с обучающей выборкой;
* Ссылки на файлы с тестируемыми образцами;
* Ссылку на файл с результатами проверки образцов (принадлежит/не принадлежит)

Если происходит запуск без параметров, то запускается программа с графическим интерфейсом, ссылки на обучающую выборку берутся из конфигурационного файла аналогичной структуры, как и файл параметров командной строки.

Решить задачу из лабораторной работы №2. В качестве бинарного классификатора использовать метод опорных векторов. Определить вид ядра SVM, обеспечивающий наилучшее разделение классов.

Сравнить полученные результаты с результатами лабораторной работы №2. Построить графики. Сделать выводы.

**Вариант 14/2**

Вычисление значения функции XOR.

**Ход работы**

В ходе выполнения лабораторной работы была разработана машина опорных векторов с полиномиальным ядром, которое обеспечивает лучший результат работы машины опорных векторов![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAUAAAAFCAMAAAC6sdbXAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJUExURf///wAAAAAAAH5RqV0AAAADdFJOU///ANfKDUEAAAAJcEhZcwAACxIAAAsSAdLdfvwAAAAWSURBVBhXY2BgYARiIAGikEkGRgYGAACWAAkr+9nEAAAAAElFTkSuQmCC). Также была подготовлена обучающая выборка, которая используется для обучения машины опорных векторов. Обучающая выборка изображена на рисунке 1.
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Рисунок 1 – Обучающая выборка.

Для реализации машины опорных векторов была создана библиотека классов SVMLib. В библиотеке классов был создан интерфейс IKernel, описывающий базовый функционал ядра без реализации функций. Также были реализованы наследуемые классы Linear, описывающий базовое ядро машины и Polynomial, описывающий полиномиальное ядро. Затем был создан класс SupportVectorMachine и наследуемый от него KernelSupportVectorMachine, описывающие функционал машины опорных векторов. Был создан класс DataSet, имеющий массив сигналов, для подачи на входной слой.

Также был разработан графический интерфейс, позволяющий загружать обучающую выборку и преобразовывать его в массив входных сигналов, создавать машину опорных векторов, производить обучение машины с отслеживанием процесса обучения. Отслеживание процесса осуществляется благодаря графику. Интерфейс приложения представлен на рисунке 3. График обучения SVM изображен на рисунке 4. Результат тестирования нейронной сети на бинаризированном изображение представлен на рисунке 5.
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Рисунок 2 – Интерфейс приложения.
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Рисунок 3– График обучения машины опорных векторов.

![](data:image/png;base64,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)

Рисунок 4 – Результаты тестирования на изображении.

Сопоставив график с графиками из лабораторной работы №2 видно, что машина опорных векторов с правильно подобранными параметрами обучается качественнее и быстрее. Количество изменений алгоритма оптимизации довольно быстро стремится к 0. То есть машина опорных векторов хорошо подходит для бинарной классификации данных.

**Вывод:** в ходе выполнения лабораторной работы была изучена машина опорных векторов и методы ее оптимизации. А также были получены практические знания создания SVM для распознавания бинарных изображений.

**Листинг Program.cs:**

using FormForNeuronSystem;

using NeuroLib;

using SVMLib;

using System;

using System.Collections.Generic;

using System.Drawing;

using System.IO;

using System.Windows.Forms;

namespace SVMForm

{

static class Program

{

/// <summary>

/// Главная точка входа для приложения.

/// </summary>

[STAThread]

static void Main(string[] args)

{

if (args.Length == 0)

{

Application.EnableVisualStyles();

Application.SetCompatibleTextRenderingDefault(false);

Application.Run(new SVMApp());

}

else

{

string datasetPath = args[0];

string testPath = args[1];

string outputPath = args[2];

List<Data> dataSets = new List<Data>();

FillDataset(dataSets, datasetPath);

var machine = new KernelSupportVectorMachine(new Polynomial(2), 25);

var learn = new SequentialMinimalOptimization(machine, dataSets.ToArray());

\_ = learn.Run();

dataSets.Clear();

List<string> paths = FillDataset(dataSets, testPath);

double[] output = machine.Compute(dataSets.ToArray());

using (StreamWriter writer = new StreamWriter(outputPath))

{

for (int i = 0; i < output.Length; i++)

{

writer.WriteLine(paths[i] + ':' + output[i]);

}

}

}

}

private static List<string> FillDataset(List<Data> dataSet, string datasetPath)

{

List<string> paths = new List<string>();

using (StreamReader reader = new StreamReader(datasetPath))

{

while (!reader.EndOfStream)

{

string line = reader.ReadLine();

double expected = double.Parse(line.Substring(0, 1));

string path = line.Substring(2);

using (Bitmap bitmap = new Bitmap(path))

{

dataSet.Add(bitmap.ToDataSet(expected == 0 ? -1 : 1));

paths.Add(path);

}

}

}

return paths;

}

}

}

**Листинг BitmapConverter.cs:**

using NeuroLib;

using System.Drawing;

namespace FormForNeuronSystem

{

public static class BitmapProcessor

{

public static Data ToDataSet(this Bitmap bitmap, double expected)

{

double[] inputs = new double[25];

for (int i = 0; i < bitmap.Height; i++)

{

for (int j = 0; j < bitmap.Width; j++)

{

Color color = bitmap.GetPixel(j, i);

if (color.R == 0 && color.G == 0 && color.B == 0)

inputs[i \* bitmap.Height + j] = 1;

else

inputs[i \* bitmap.Height + j] = 0;

}

}

return new Data(expected, inputs);

}

}

}

**Листинг SVMFormApp.cs:**

using System;

using System.Collections.Generic;

using System.Drawing;

using System.IO;

using System.Windows.Forms;

using NeuralLibrary;

using FormForNeuronSystem;

using SVMLib;

namespace SVMForm

{

public partial class SVMFormApp : Form

{

private bool isTrained = false;

private List<DataSet> dataSets;

private KernelSupportVectorMachine machine;

private SVMGraphic graphicsForm;

public SVMFormApp()

{

InitializeComponent();

dataSets = new List<DataSet>();

}

private void LoadDataSetButton\_Click(object sender, EventArgs e)

{

OpenFileDialog openFile = new OpenFileDialog();

if (openFile.ShowDialog() == DialogResult.OK)

{

dataSets.Clear();

string file = openFile.FileName;

using (StreamReader reader = new StreamReader(file))

{

while (!reader.EndOfStream)

{

string line = reader.ReadLine();

double expected = double.Parse(line.Substring(0, 1));

string path = line.Substring(2);

using (Bitmap bitmap = new Bitmap(path))

{

dataSets.Add(bitmap.ToDataSet(expected == 0 ? -1 : 1));

}

}

}

machine = new KernelSupportVectorMachine(new Polynomial(2), 25);

var learn = new SequentialMinimalOptimization(machine, dataSets.ToArray());

double[] changes = learn.Run();

graphicsForm = new SVMGraphic();

graphicsForm.Show();

for (int i = 0; i < changes.Length; i++)

{

graphicsForm.SVMData.Add(i, changes[i]);

graphicsForm.DrawFucntion();

}

isTrained = true;

}

}

private void UseBtn\_Click(object sender, EventArgs e)

{

if (!isTrained)

{

MessageBox.Show("Машина не обучена.");

return;

}

OpenFileDialog openFile = new OpenFileDialog();

openFile.RestoreDirectory = true;

if (openFile.ShowDialog() == DialogResult.OK)

{

using (Bitmap bitmap = new Bitmap(openFile.FileName))

{

DataSet dataset = bitmap.ToDataSet(0);

double output = machine.Compute(dataset.InputsSignals);

int res = output > 0 ? 1 : 0;

MessageBox.Show("Результат: " + output.ToString()

+ " = " + res.ToString());

}

}

}

}

}

**Листинг SVMGraphic.cs:**

using System.Collections.Generic;

using System.Linq;

using System.Windows.Forms;

namespace SVMForm

{

public partial class SVMGraphic : Form

{

public GraphicsData SVMData { get; set; }

public SVMGraphic()

{

InitializeComponent();

SVMData = new GraphicsData();

}

public void DrawFucntion()

{

var data = SVMData.Data.Last();

Graphic.Series["ErrorLine"].Points.AddXY(data.Key, data.Value);

}

}

public class GraphicsData

{

public Dictionary<int, double> Data { get; private set; }

public GraphicsData()

{

Data = new Dictionary<int, double>();

}

public void Add(int epoch, double changes)

{

Data.Add(epoch, changes);

}

}

}

**Листинг LinearClassif.cs:**

namespace SVMLib

{

public class LinearClassif : IKernel

{

public double Constant { get; set; }

public LinearClassif(double constant = 0)

{

Constant = constant;

}

public double Function(double[] x, double[] y)

{

double sum = Constant;

for (int i = 0; i < y.Length; i++)

sum += x[i] \* y[i];

return sum;

}

}

}

**Листинг Polynomial.cs:**

using System;

namespace SVMLib

{

public class Polynomial : IKernel

{

private int degree;

public int Degree

{

get { return degree; }

set

{

if (value <= 0)

throw new ArgumentOutOfRangeException("value", "Degree must be positive.");

degree = value;

}

}

public double Constant { get; set; }

public Polynomial(int degree, double constant = 1.0)

{

this.degree = degree;

Constant = constant;

}

public double Function(double[] x, double[] y)

{

double sum = Constant;

for (int i = 0; i < x.Length; i++)

sum += x[i] \* y[i];

return Math.Pow(sum, degree);

}

}

}

**Листинг SequentialOptimization.cs:**

using NeuroLib;

using System;

using System.Collections.Generic;

namespace SVMLib

{

public class SequentialOptimization : IVectorLearning

{

private static Random random = new Random();

private double[][] inputs;

private int[] outputs;

private double c = 1.0;

private double tolerance = 1e-3;

private double epsilon = 1e-3;

private bool useComplexityHeuristic;

private SupportVectorMachine machine;

private IKernel kernel;

private double[] alpha;

private double bias;

private double[] errors;

/// <summary>

/// Инициализация алгоритма SMO.

/// </summary>

/// <param name="machine">SVM.</param>

/// <param name="dataset">Набор данных для обучения.</param>

public SequentialOptimization(SupportVectorMachine machine, Data[] dataset)

{

if (machine == null)

throw new ArgumentNullException("machine");

if (machine.Inputs > 0)

{

for (int i = 0; i < dataset.Length; i++)

if (dataset[i].InputsSignals.Length != machine.Inputs)

throw new ArgumentException("The size of the input vectors does not match the expected number of inputs of the machine");

}

this.machine = machine;

VectorMachine ksvm = machine as VectorMachine;

this.kernel = (ksvm != null) ? ksvm.Kernel : new LinearClassif();

inputs = new double[dataset.Length][];

outputs = new int[dataset.Length];

for (int i = 0; i < dataset.Length; i++)

{

inputs[i] = new double[dataset[i].InputsSignals.Length];

for (int j = 0; j < dataset[i].InputsSignals.Length; j++)

inputs[i][j] = dataset[i].InputsSignals[j];

outputs[i] = (int)dataset[i].Expected;

}

}

/// <summary>

/// Параметр сложности.

/// </summary>

public double Complexity

{

get { return this.c; }

set { this.c = value; }

}

/// <summary>

/// Автоматическое вычисление сложности.

/// </summary>

public bool UseComplexityHeuristic

{

get { return useComplexityHeuristic; }

set { useComplexityHeuristic = value; }

}

/// <summary>

/// Зона чувствительности.

/// </summary>

public double Epsilon

{

get { return epsilon; }

set { epsilon = value; }

}

/// <summary>

/// Допуск сходимости.

/// </summary>

public double Tolerance

{

get { return this.tolerance; }

set { this.tolerance = value; }

}

/// <summary>

/// Запуск алгоритма SMO

/// </summary>

/// <param name="computeError">Вычислять ли ошибку после завершения.</param>

/// <returns>Ошибка.</returns>

public double[] Run()

{

int N = inputs.Length;

if (useComplexityHeuristic)

c = ComputeComplexity();

this.alpha = new double[N];

this.errors = new double[N];

int numChanged = 0;

int examineAll = 1;

List<double> changes = new List<double>();

while (numChanged > 0 || examineAll > 0)

{

numChanged = 0;

if (examineAll > 0)

{

for (int i = 0; i < N; i++)

numChanged += ExamineExample(i);

}

else

{

for (int i = 0; i < N; i++)

if (alpha[i] != 0 && alpha[i] != c)

numChanged += ExamineExample(i);

}

if (examineAll == 1)

examineAll = 0;

else if (numChanged == 0)

examineAll = 1;

changes.Add(numChanged);

}

List<int> indices = new List<int>();

for (int i = 0; i < N; i++)

{

if (alpha[i] > 0) indices.Add(i);

}

int vectors = indices.Count;

machine.SupportVectors = new double[vectors][];

machine.Weights = new double[vectors];

for (int i = 0; i < vectors; i++)

{

int j = indices[i];

machine.SupportVectors[i] = inputs[j];

machine.Weights[i] = alpha[j] \* outputs[j];

}

machine.Threshold = -bias;

return changes.ToArray();

}

/// <summary>

/// Вычисление ошибки.

/// </summary>

/// <param name="inputs">Входные векторы.</param>

/// <param name="expectedOutputs">Ожидаемые выходные значения.</param>

public double ComputeError(double[][] inputs, int[] expectedOutputs)

{

int count = 0;

for (int i = 0; i < inputs.Length; i++)

{

if (Math.Sign(Compute(inputs[i])) != Math.Sign(expectedOutputs[i]))

count++;

}

return (double)count / inputs.Length;

}

/// <summary>

/// Выбор множителей для оптимизации с использованием эвристики.

/// </summary>

private int ExamineExample(int i2)

{

double[] p2 = inputs[i2];

double y2 = outputs[i2];

double alph2 = alpha[i2];

double e2 = (alph2 > 0 && alph2 < c) ? errors[i2] : Compute(p2) - y2;

double r2 = y2 \* e2;

if (!(r2 < -tolerance && alph2 < c) && !(r2 > tolerance && alph2 > 0))

return 0;

int i1 = -1; double max = 0;

for (int i = 0; i < inputs.Length; i++)

{

if (alpha[i] > 0 && alpha[i] < c)

{

double error1 = errors[i];

double aux = System.Math.Abs(e2 - error1);

if (aux > max)

{

max = aux;

i1 = i;

}

}

}

if (i1 >= 0 && TakeStep(i1, i2)) return 1;

int start = random.Next(inputs.Length);

for (i1 = start; i1 < inputs.Length; i1++)

{

if (alpha[i1] > 0 && alpha[i1] < c)

if (TakeStep(i1, i2)) return 1;

}

for (i1 = 0; i1 < start; i1++)

{

if (alpha[i1] > 0 && alpha[i1] < c)

if (TakeStep(i1, i2)) return 1;

}

start = random.Next(inputs.Length);

for (i1 = start; i1 < inputs.Length; i1++)

{

if (TakeStep(i1, i2)) return 1;

}

for (i1 = 0; i1 < start; i1++)

{

if (TakeStep(i1, i2)) return 1;

}

return 0;

}

/// <summary>

/// Аналитически решается задача оптимизации двух множителей Лагранжа.

/// </summary>

private bool TakeStep(int i1, int i2)

{

if (i1 == i2) return false;

double[] p1 = inputs[i1];

double alph1 = alpha[i1];

double y1 = outputs[i1];

double e1 = (alph1 > 0 && alph1 < c) ? errors[i1] : Compute(p1) - y1;

double[] p2 = inputs[i2];

double alph2 = alpha[i2];

double y2 = outputs[i2];

double e2 = (alph2 > 0 && alph2 < c) ? errors[i2] : Compute(p2) - y2;

double s = y1 \* y2;

double L, H;

if (y1 != y2)

{

L = Math.Max(0, alph2 - alph1);

H = Math.Min(c, c + alph2 - alph1);

}

else

{

L = Math.Max(0, alph2 + alph1 - c);

H = Math.Min(c, alph2 + alph1);

}

if (L == H) return false;

double k11, k22, k12, eta;

k11 = kernel.Function(p1, p1);

k12 = kernel.Function(p1, p2);

k22 = kernel.Function(p2, p2);

eta = k11 + k22 - 2.0 \* k12;

double a1, a2;

if (eta > 0)

{

a2 = alph2 - y2 \* (e2 - e1) / eta;

if (a2 < L) a2 = L;

else if (a2 > H) a2 = H;

}

else

{

double L1 = alph1 + s \* (alph2 - L);

double H1 = alph1 + s \* (alph2 - H);

double f1 = y1 \* (e1 + bias) - alph1 \* k11 - s \* alph2 \* k12;

double f2 = y2 \* (e2 + bias) - alph2 \* k22 - s \* alph1 \* k12;

double Lobj = -0.5 \* L1 \* L1 \* k11 - 0.5 \* L \* L \* k22 - s \* L \* L1 \* k12 - L1 \* f1 - L \* f2;

double Hobj = -0.5 \* H1 \* H1 \* k11 - 0.5 \* H \* H \* k22 - s \* H \* H1 \* k12 - H1 \* f1 - H \* f2;

if (Lobj > Hobj + epsilon) a2 = L;

else if (Lobj < Hobj - epsilon) a2 = H;

else a2 = alph2;

}

if (Math.Abs(a2 - alph2) < epsilon \* (a2 + alph2 + epsilon))

return false;

a1 = alph1 + s \* (alph2 - a2);

if (a1 < 0)

{

a2 += s \* a1;

a1 = 0;

}

else if (a1 > c)

{

double d = a1 - c;

a2 += s \* d;

a1 = c;

}

double b1 = 0, b2 = 0;

double new\_b = 0, delta\_b;

if (a1 > 0 && a1 < c)

{

new\_b = e1 + y1 \* (a1 - alph1) \* k11 + y2 \* (a2 - alph2) \* k12 + bias;

}

else

{

if (a2 > 0 && a2 < c)

{

new\_b = e2 + y1 \* (a1 - alph1) \* k12 + y2 \* (a2 - alph2) \* k22 + bias;

}

else

{

b1 = e1 + y1 \* (a1 - alph1) \* k11 + y2 \* (a2 - alph2) \* k12 + bias;

b2 = e2 + y1 \* (a1 - alph1) \* k12 + y2 \* (a2 - alph2) \* k22 + bias;

new\_b = (b1 + b2) / 2;

}

}

delta\_b = new\_b - bias;

bias = new\_b;

double t1 = y1 \* (a1 - alph1);

double t2 = y2 \* (a2 - alph2);

for (int i = 0; i < inputs.Length; i++)

{

if (0 < alpha[i] && alpha[i] < c)

{

double[] point = inputs[i];

errors[i] +=

t1 \* kernel.Function(p1, point) +

t2 \* kernel.Function(p2, point) -

delta\_b;

}

}

errors[i1] = 0f;

errors[i2] = 0f;

alpha[i1] = a1;

alpha[i2] = a2;

return true;

}

/// <summary>

/// Вычисляет вывод SVM для заданной точки.

/// </summary>

private double Compute(double[] point)

{

double sum = -bias;

for (int i = 0; i < inputs.Length; i++)

{

if (alpha[i] > 0)

sum += alpha[i] \* outputs[i] \* kernel.Function(inputs[i], point);

}

return sum;

}

private double ComputeComplexity()

{

double sum = 0.0;

for (int i = 0; i < inputs.Length; i++)

sum += kernel.Function(inputs[i], inputs[i]);

return inputs.Length / sum;

}

}

}

**Листинг SupportVectorMachine.cs:**

using NeuralLibrary;

namespace SVMLib

{

/// <summary>

/// Класс, описывающий машину опорных векторов.

/// </summary>

public class SupportVectorMachine

{

private int inputCount;

private double[][] supportVectors;

private double[] weights;

private double threshold;

/// <summary>

/// Создание новой SVM.

/// </summary>

public SupportVectorMachine(int inputs)

{

this.inputCount = inputs;

}

/// <summary>

/// Получение количества входов.

/// </summary>

public int Inputs

{

get { return inputCount; }

}

/// <summary>

/// Получение и установка векторов, используемых данной машиной.

/// </summary>

public double[][] SupportVectors

{

get { return supportVectors; }

set { supportVectors = value; }

}

/// <summary>

/// Получение и установка весов, используемых данной машиной.

/// </summary>

public double[] Weights

{

get { return weights; }

set { weights = value; }

}

/// <summary>

/// Получение и установка порога (смещения), используемых данной машиной.

/// </summary>

public double Threshold

{

get { return threshold; }

set { threshold = value; }

}

/// <summary>

/// Вычисляет заданные входы для получения соответствующих выходов.

/// </summary>

/// <param name="input">Входной вектор.</param>

/// <returns>Выход для данного входа.</returns>

public virtual double Compute(double[] input)

{

double s = threshold;

for (int i = 0; i < supportVectors.Length; i++)

{

double p = 0;

for (int j = 0; j < input.Length; j++)

p += supportVectors[i][j] \* input[j];

s += weights[i] \* p;

}

return s;

}

/// <summary>

/// Вычисляет заданные входы для получения соответствующих выходов.

/// </summary>

/// <param name="dataset">Входные вектора.</param>

/// <returns>Выходы для данных входов.</returns>

public double[] Compute(DataSet[] dataset)

{

double[] outputs = new double[dataset.Length];

double[][] inputs = new double[dataset.Length][];

for (int i = 0; i < dataset.Length; i++)

{

inputs[i] = new double[dataset[i].InputsSignals.Length];

for (int j = 0; j < dataset[i].InputsSignals.Length; j++)

inputs[i][j] = dataset[i].InputsSignals[j];

}

for (int i = 0; i < inputs.Length; i++)

outputs[i] = Compute(inputs[i]);

return outputs;

}

}

}

**Листинг SupportVectorMachine.cs:**

using NeuroLib;

namespace SVMLib

{

/// <summary>

/// Класс, описывающий машину опорных векторов

/// </summary>

public class SupportVectorMachine

{

private int inputCount;

private double[][] supportVectors;

private double[] weights;

private double threshold;

/// <summary>

/// Создание новой SVM.

/// </summary>

public SupportVectorMachine(int inputs)

{

this.inputCount = inputs;

}

/// <summary>

/// Получение количества входов.

/// </summary>

public int Inputs

{

get { return inputCount; }

}

/// <summary>

/// Получение и установка векторов, используемых данной машиной.

/// </summary>

public double[][] SupportVectors

{

get { return supportVectors; }

set { supportVectors = value; }

}

/// <summary>

/// Получение и установка весов, используемых данной машиной.

/// </summary>

public double[] Weights

{

get { return weights; }

set { weights = value; }

}

/// <summary>

/// Получение и установка порога (смещения), используемых данной машиной.

/// </summary>

public double Threshold

{

get { return threshold; }

set { threshold = value; }

}

/// <summary>

/// Вычисляет заданные входы для получения соответствующих выходов.

/// </summary>

/// <param name="input">Входной вектор.</param>

/// <returns>Выход для данного входа.</returns>

public virtual double Compute(double[] input)

{

double s = threshold;

for (int i = 0; i < supportVectors.Length; i++)

{

double p = 0;

for (int j = 0; j < input.Length; j++)

p += supportVectors[i][j] \* input[j];

s += weights[i] \* p;

}

return s;

}

/// <summary>

/// Вычисляет заданные входы для получения соответствующих выходов.

/// </summary>

/// <param name="dataset">Входные вектора.</param>

/// <returns>Выходы для данных входов.</returns>

public double[] Compute(Data[] dataset)

{

double[] outputs = new double[dataset.Length];

double[][] inputs = new double[dataset.Length][];

for (int i = 0; i < dataset.Length; i++)

{

inputs[i] = new double[dataset[i].InputsSignals.Length];

for (int j = 0; j < dataset[i].InputsSignals.Length; j++)

inputs[i][j] = dataset[i].InputsSignals[j];

}

for (int i = 0; i < inputs.Length; i++)

outputs[i] = Compute(inputs[i]);

return outputs;

}

}

}

**Листинг DataSet.cs:**

namespace NeuroLib

{

public class Data

{

public double Expected { get; private set; }

public double[] InputsSignals { get; private set; }

public Data(double expected, double[] inputsSignals)

{

Expected = expected;

InputsSignals = inputsSignals;

}

}

}